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Abstract. We present two main issues towards an application of dy-
namic knowledge representation programmed in LUPS (a language for
updates). This is a study case to model intelligent agents in logic and
we use a calendar example in order to explain their features, such as
non-monotonic reasoning in fixing appointments, making proposals and
belief revision. We argue that a calendar is a good and practical example
of dynamic knowledge representation to be programmed in LUPS. Other
several challenges are suggested as well, so as to achieve a more powerful
and useful system.

1 Introduction and Motivation

There is a new logic language called LUPS, a language for updates

Nowadays we have powerful calendar systems to manage our dates and to
do tasks. You can classify your appointments, work in groups, check them ev-
erywhere in the world, and even they can remind your important events via
e-mail, or mobile devices at local time. Namely Yahoo Calendar”™ | Netscape
Calendar™ | or even desktop computer local calendars. However, it seams that
current calendar systems are not paying attention on what to do when you want
(by accident or intentionally) to fix two dates at the same time! Tt seems that
there are no calendar systems with an autonomous agent that help you fix your
dates automatically, without contravening previous ones. Nor even they negoti-
ate group dates in order to gather people for an event in a convenient time for
everybody.

On the other hand, we have LUPS, a language for dynamic knowledge up-
dates (see [8] for details). In this context, we have not found any agent system
programmed in this language yet, but some pieces of coded rules that show how
LUPS can be appropriate for the agent paradigm —see also [7,9] for details.

Then, we present an application of dynamic knowledge representation pro-
grammed in LUPS (a language for updates). This is a study case towards mod-
elling intelligent agents in logic and we use a calendar example in order to explain
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their non-monotonic features. We argue that a calendar is a good and practical
example of dynamic knowledge representation to be programmed in LUPS. In
addition, we argue several challenges, in order to achieve a more powerful and
useful system.

We have split this paper in several sections starting with a background where
we found our research. Second, we describe our calendar agent as an implemen-
tation in LUPS and how to deal with belief revision. Third, we propose some
future challenges for the reader. Then we finish giving our concluding remarks.

2 Background

Following we start describing some basic generalities about intelligent agents,
LUPS and belief revisio, where we found our research.

2.1 Intelligent Agents

There is special interest on developing ‘intelligent’ agents recently, in order to
build new applications such as Space exploration, intelligent communication
through Internet, and control systems development, among others [4]. However,
we are “far from having clear understanding about the basic principles and tech-
niques needed for their design” [4].

This is a complex problem since intelligent agents are different from tradi-
tional software systems in several aspects, according to [4]

— Knowledge amount about the world and its own capabilities could be large.

Intelligent agents should be able to expand this knowledge.
— They must be aware of its own actions and of the other agents.
— Ability to extract implicit knowledge (reason) stored in its memory.

Finally they should use their knowledge to plan and execute their actions
rationally.

All this implies a solid theoretical basis on knowledge representation for
agents design: That is to say, logic programming and non-monotonic reason-
ing theory, as well as theory of actions and change, in order to model agent
domain. [4]

Finally, let us talk about a general approach of what our intelligent agents are
in order to locate our study case. They can fit one of the following architectures
suggested by [1,3]:

— logic (deliberative) agents
— Beliefs-desires-Intentions agents —BDI agents.



2.2 Belief Revision

Whenever someone designs a program, he/she must consider all possible cases of
the problem that the program could run into. However, many of them cannot be
seen at the design stage. Especially, when the program is modelling something
which conditions change in time. Traditional software engineering, including O-
O development, solves this problem at the maintenance stage. However, it lacks
of an automatic process to realize it. Moreover, human aid is necessary. Even
if we had all those resources, the agent paradigm is more dynamic than that
and may not depend on a software enterprise organization. Therefore, if we are
writing a calendar agent, we need incorporate autonomy.

Such autonomy means the agent ability to meet its goals on behalf of the
user, by operating on their own without the need of for human guidance —
‘taking the initiative’ [2]. Thus, an agent must have the ability to rearrange
its goals as well, by revising or rejecting (making belief revision) not to get
inconsistencies, namely, “the problem of reconciling beliefs with conflicting facts
by an appropriate revision of beliefs” [10].

2.3 LUPS —A Language for Dynamic Knowledge Representation

When we say logic programming, we still mean static knowledge!. However, the
agent paradigm is an environment typically more open and dynamic [9]. Thus,
we need “ways of representing and integrating knowledge from different sources
which may evolve in time.” [9] In [7,9,8], a group of people are working on over-
coming this static limitation and have introduced Dynamic Logic Programming
(DLP) and Multi Dynamic Logic Programming (MDLP). Those techniques are
combined in an agent architecture called MINERVA (see [7,9]) where they use
a language to maintain an initial knowledge base. They named it LUPS: “a
language for dynamic updates” [9,8]. This language is designed for specifying
declaratively changes to logic programs, where each one in the sequence con-
tains knowledge about a given state [9]. They provide a way to use both stable
models (where we base our research) and well-founded semantics. On the other
hand, when we talk about non-monotonic reasoning, we mean adding informa-
tion that invalidates previous conclusions [5]. As you may know, both kinds of
semantics are non-monotonic. This means the need to implement a mechanism
to avold inconsistencies, which we will call belief revision.

This powerful declarative language provides two sets of rules called in [8]
persistent and non-persistent update commands. Persistent commands are those
rules that have to do with the agent functionality. They remain idle until there
are certain conditions that make one or more of them trigger. The other kind of
rules has to do with events. They describe those conditions that make knowledge
evolve in different time points. The scope of the first set of rules is at every state.
The other kind has ‘local effect’ at each state.

Finally, since the purpose of LUPS is maintaining a knowledge base, we think
it 18 a good tool also for belief revision.

! Although we have assert in Prolog, it implies side effects.



3 A Calendar in LUPS

The meaning of modelling a calendar in LUPS is updating knowledge. We think
it is a practical example because it has to do with non-monotonic reasoning and
agents. Following we describe its main features.

In our calendar, we will have two top modules with a specific propose. Mainly
the constituent parts are a graphic user interface (GUT) module and an inference
machine. Frequently, software designers use an object-oriented programming lan-
guage for the former, and prototype in any logic language for the latter. How-
ever, owing to its evolution in time and autonomy, we believe logic programming
should be a language not only for prototyping, but also for a final product. This
paper will focus on the inference machine, nevertheless.

We use LUPS, XSB and DLV for the inference machine because we can
model knowledge update in LUPS and use XSB-Prolog to perform arithmetic
and other lower level static-knowledge functions. The role of Java will become a
meta-language for LUPS and for XSB in order to realize many useful tasks at
this level, namely belief revision.

3.1 Basic Knowledge in XSB-Prolog

This module is made for keeping lower level libraries of a calendar. i.e. In this file
you can find Prolog rules such as arithmetic operations; outside information like
the agent compromises and beliefs; appointment types; other agents awareness;
and last, time management rules, such as work days, office hours and holidays,
mostly.

Some of the most interesting rules are those that deal with time —For in-
stance, office hours and holidays. However, we will not examine them in depth,
because it is out of the scope of this paper.

3.2 calendar.P

This is the main program for this study case, the highest abstraction level. It
is coded in LUPS| in order to allow dynamic knowledge representation. It is re-
sponsible of managing beliefs, desires, intentions and actions about the calendar
and the outside world. There are three main persistent rules to manage the cal-
endar: fix, appointment and proposal, which are desires, actions and intentions,
respectively. The specification in LUPS for appointment is in the first persistent
rule we present following:

always appointment(X) when fiz(X) A
not holiday(X) A
of ficeHours(X) A

not family(X) (1)



which means: Whenever we find a fix desire and it is not a holiday and it is at
office hours and it does not come from my family, make it appointment. 1.e. It
will be triggered as soon as a fir event? appears and fits the conditions. Then
we will get an appointment fact that would look like

appointment(X) (2)

Fixing Appointments The first step in the process on fixing an appointment
on the calendar is having the desire. Let us look at the first week of December
2002. Now there comes a 5-priority event on 4 of December (Wednesday) at
12:00 PM, asked by me. As there are intentions® (compromises) to fix dates that
come from me, then it becomes a desire to fix that appointment —Update 1

assert event fix(decd, 12 : 00,5, me) (3)
After a new update command, the persistent appointment rule is triggered
and we get an appointment fact
appointment(decd, 12 : 00,5, me) (4)
Next, let us desire another 9-priority appointment? on Thursday at 10:00
AM, requested by me (Update 2):
assert event fix(deeb,10 : 00,9, me) (5)

So far, there is no problem with either appointment, since there were no
previous dates at that time, and none of them were outside office hours. Thus,
they become appointments (actions), as explained above.

Making Proposals Now suppose I try to arrange an appointment at 3:00 PM
with priority 5, but such hour is outside office hours! —Update 3

assert event fix(decd, 15 : 00,5, me) (6)

Next, the calendar agent is going to change that fiz into another time pro-
posal. It will be within office hours because of a persistent rule similar to the
one of the appointment (1).Then, we get a proposal fact from that fir desire at
another time:

proposal (deed, 16 : 00,5, me) (7)

This proposed time depends on other appointments and current date and
time —It prefers proposing a date close to the original one. Proposals are agent’s
capabilities to negotiate dates with the user or other agents.

2 An event is a non-persistent rule in LUPS.
# Recall intentions are one kind of the agent priorities.
* Remember high priority is 10, while 1 is low.



Now suppose another agent desires to make a common appointment at 12:00
PM on Wednesday, update 4, and I try to arrange another one at the same
time with the same priority:

assert event fix(decd, 12 : 00,5, me) (8)

As both dates have the same priority, the calendar agent is going to take the
last fir event and propose another time. Again, it depends on other appointments
and current date and time. It would look like the following proposal fact:

proposal (deed, 13 : 00,5, me) (9)

Finally, let us suppose there comes a new event for my boss (priority 9) on
Wednesday at 12:00 PM —update 5. It is at the same time as the appointment
at state 1. Normally, my boss’s dates have higher priority than other activities.
Thus, the first appointment will be moved to a proposal and my boss’s takes its
place.

Searching for an ideal free space We propose three persistent rules to achieve
this ideal space and a current time fact: Firstly, one to find a free space. Secondly,
a rule to find a space better than the one found. Lastly, another rule to search
for the best free space. We defined an ideal free space is the best one found, close
to the original fixing date. Users may change this preference.

By now, we have a ‘manual’ fact to manage current time. You can find it in

the XSB system (libs.P file) like this:

today(26/05/2002,10 : 00) (10)

meaning: “Today is the 1st of February, 2002. It is 10:00 hr”. However, we
designed it to be given automatically from the highest level of the system (in
Java), by using the system’s clock.

3.3 Making Basic Revision

There is an example in LUPS on cooperative agents in [11]. In this paper, the
authors introduce a belief revision technique when contradictions arise owing to
coming information from another agent. They realize it by means of a persis-
tence rule. However, the example just eliminates previous beliefs when they are
incompaltible with the new ones [11]. We try to go beyond not only eliminating
the rules, but also modifying them alternatively.

First, let us think of a non-common, but possible situation. Several circum-
stances are not conceived in current schedules perhaps because we have incom-
plete information:

Consider the following simple-minded common-sense rules to model non-long
future appointments.

— An appointment which date 1s two or more years far from today 1s too far.



— Today is 26 of May, 2002.
— An appointment too far from today is not possible.

We believe that making an appointment after two years from now is impos-
sible. Now let us suppose I fix an appointment to take a qualification course on
2 of January 2003. We can fix appointments in this year and the following, and
the program will work fine (we obtain stable models). Now let us suppose my
boss tells me that he will promote me after my course finishes, provided, I hand
the certificate in. Nevertheless, it is one year later! Namely, the course lasts one
year, but I start it the next year. So I must remember the event by January
2004, which is out of the bounds of the original calendar, a contradiction at
the restriction —note that this restriction does not have to be known by the
user nor the boss. Then we must find a way to change the agent beliefs so that
contradictory information can coexist.

We can represent this knowledge by the following general program.

tooFar(Date, Today) « Dif ference is Date — Today,
Dif ference > 2. (11)
+ appointment(Date),
tooFar(Date, Today),
today(Today). (12)

Next let us add the fact today (26/5/2002) as well as the new appointment,
2 of January 2003, by the following set of rules:®

today(26/05/2002). (13)

appointment(2/01/2003). (14)

Then the stable semantics produces the desired results by these two last facts:
Today is 26 May 2002 and I have an appomntment on 2 of January 2003.

On the other hand, after introducing a 3/January/2004 appointment, our

program infers that today is 26 of January 2002; I have an appointment on

2/Jan/2003; T have another appointment on 3 of January 2004; and finally, this
appointment 1s too far from today:

today(26/05/2002).
appointment(2/01/2003
appointment(3/01/2004
tooFar(3/01/2004,26,/05/2002

—_— e~

(
(
(
(

5 In order to ease reading, we use a common date format dd/mm/yyyy. However, we
actually use a yyyymmdd format in our code to perform arithmetic operations with
dates represented by integers.



and the instantiated restriction rule becomes

+ appointment(3/01/2004,26/05/2002),
tooFar(3/01/2004,26/05/2002),
today(26,05/2002). (19)

meaning: [ have an appointment on 3 of January 2004 and it is too far from
today. This is a contradiction to our belief that we could not have an appointment
too far from today. Thus, we have no stable models.

Our proposal to solve this problem consists in reducing the program by a
meta-program in LUPS until we find the inconsistency. We have a set of rules
(see[12,13,14] for details) that preserve equivalence under stable semantics. There
is also another system to revise contradictory logic programs. Its name is RE-
VISE [15] and it is based on the well-founded semantics with explicit negation,
WEFSX. However, 1t is out of the bounds of our work.

Before applying our rules, we must modify the program restrictions so that
it 1s easy to trace at the final stage. Then, we introduce a positive and negative
atom, at each side of the implication. The atom name should correspond to the
restriction meaning and its variables should be the same used in the rule. We
will see later that this technique will tell us where the contradiction 1s.

Let us name such atom as Far Appointment Restriction (farAppRes in short)
and introduce it in our restriction, as follows:

farAppRes(Date, Today) < appointment(Date),
tooFar(Date, Today),
today(Today),
—farAppRes(Date, Today). (20)

The next step is applying a reduction rule to the ground program. We choose
Dsuc from a set of transformation rules in [13,14]. The rule says:

Definition 1 (Dsuc). If P contains the clause a < T and there is also a clause

A« BT =B~ such that a € B, then replace it by A < (BT \ {a}),-B".

If we apply it to our ground program, we ‘remove’ the positive atoms from the
restriction body, which are facts of the program, and get the following reduced
set of atoms

today(26/05/2002). (21)
appointment(2/01/2003). (22)
appointment(3/01/2004). (23)

tooFar(3/01/2004, 26/05/2002). (24)
farAppRes(3/01/2004,26,/05/2002) +
— far AppRes(3/01/2004, 26/05,/2002). (25)



Obviously, the last conclusion is a contradiction. However, it gives enough
information so as to find the source, because it says that there is an inconsis-
tency at the Far Appointment Restriction with the date 3/01/2004 and today
—26/05/2002. Tt is matched with the last appointment, which date is 3 of Jan-
uary 2004.

The next step is asking the user what to do with that appointment and with
today. We could reject either. Why rejecting today? Although it i1s supposed
to come from the system time, there is no warranty it is always right (perhaps
the computer battery is exhausted or somebody changed the time by accident).
The other alternative is making it an exception. In either case, a meta-program
should modify the program. Let us suppose the user wants it to be an exception.
Hence, as well as adding the exception fact exception(3/01/2004).

a meta-program changes the rule on too far appointments as follows:

tooFar(Date, Today) « Dif ference is Date — Today,
Difference > 2.
—exception(Date) (26)

Now our knowledge base is correctly updated. We have more transformation
rules in [13,14] that can be used in situations more complex than this.

4 Some Future Challenges

According to Nwana [2], you may not say a software system is an agent unless
1t 1s autonomous, cooperative and capable of learning. There is a chance and a
challenge to make this calendar agent learn. For example, it could really deter-
mine the user’s preferences, which is something we hardly ever take care of. We
are not aiming at basic preferences, such as customizing the system interface. We
are talking about determining something more diffuse: Learning the way a user
likes or dislikes dates. Consider for instance, meetings on Thursday afternoon,
free evenings on Friday and no meeting on Monday morning.

To reach this proposal we suggest using Inductive Logic Programming (ILP).
ILP consists of giving a set of examples of background knowledge and a ‘rule
sketch’ that we want to get. Then, ILP builds a hypothesis which explains beliefs
of our agent in terms of such knowledge [6].

Talking about what an agent is, the last third component of the knowledge
base is cooperation. We present a primitive base towards a social construction
of knowledge.

5 Conclusions

We presented a practical example prototype on how easy, simple and powerful an
agent can be if it 1s modelled in LUPS. It is more evidence that this declarative



language is adequate when representing dynamic knowledge updates. We also
give some ideas on what possible extensions can be incorporated in LUPS, such
as belief revision mechanism, restrictions and preferences rules. Finally, we try to
encourage companies so that they incorporate an agent feature to their calendar
systems.
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