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Abstract

The combination of Software Product Lines (SPL) and Service-Oriented Architectures (SOA) development practices is expected to become a new development paradigm maximizing reuse and business integration. However, multiples issues must be still addressed in order to clarify the connections between both fields. One of the key questions to answer is how SPL practices can be used to support service-oriented applications. In this context, identifying and managing the points of variability in composite Web services emerges as an inevitable step for making possible such integration. In this position paper we give a first step toward such direction by introducing a comprehensible overview of the main variability points in Web service flows.

1 Introduction

Software Product Lines (SPL) [8] and Service-Oriented Architectures (SOA) [18] approaches to software development pursue different goals from a common perspective: software reuse. On the one hand, SPL focus on managing commonalities and variabilities among a set of related software systems. On the other hand, SOA enable assembly, orchestration and maintenance of service-based solutions implementing business processes.

Contributions about the connections between both development approaches, SPL and SOA, are starting to emerge in the SPL community [22]. However, multiple issues must be still addressed for studying how SPL practices could support the development of service-oriented systems. In this context, a relevant issue to be analyzed is how managing variations for specific customers or market segments in SOA.

Service-oriented applications are not tied to an specific technology. However, most common implementation of SOA-based systems use Web services as a suitable integration technology. A Web service is a software system designed to support interoperable machine-to-machine interaction over a network using Web standards protocols [2]. The main goal is to achieve interoperability among applications in a language and platform independent manner. However, the real strength of Web services is obtained when combining them and orchestrating them in order to deliver added-value services. In this context, Web Service Flows (WS-flow) are a common way for implementing composite Web services in SOA. WS-flows are composite Web services implemented using a process-based approach. Roughly speaking, a WS-flow process defines an executable business process in which participants are Web services.

Research in the field of variability in conventional Web services [12, 16, 19] and process workflow [7, 10, 11, 15, 20] is merely addressed in the literature. In [13] a high-level classification of approaches to WS-flow adaptability is presented. A more technological classification of WS-flow variability points in service invocation is introduced by the IBM staff in [9]. However, an explicit classification of the main variability points in WS-flow is still missed.

In this paper we give a first step toward a proposal for managing variability in WS-flow in the context of SPL and SOA. In particular, we first introduce WS-flow and BPEL. Secondly, we describe and classify the main variability points in WS-flow. The goal is to provide the starting point for a base of knowledge about variability in WS-flows that can be later used for both, i) evaluating the different mechanisms for implementing variability in WS-flow and ii) identifying factors that affect the selection of such variability mechanisms.

The remainder of this paper is organized as follow: in Section 2 WS-flows and BPEL are introduced. The main variability points identified in WS-flows are described in Section 3. Finally, we summarize our main conclusions and describe our future work in Section 4.
2 Web Service Flows

A Web Service Flow (WS-flow) is a composite Web service implemented using a process-based approach [13]. Similarly to conventional process workflow, WS-flows specify a set of tasks which are executed by the participants of a process. Additionally, a WS-flow defines the execution order of tasks, the data exchange among the participants and the business rules. In contrast with traditional workflows, the main characteristic of a WS-flow is that it works with a single type of participants: Web services. Figure 1 depicts an example of a WS-flow of a travel agency for travel arrangement. The WS-flow invokes the Web services of different airlines, car rental companies, and hotels offering to the customer a value-added service for travel reservation.

There exist multiple proposed languages for defining WS-flows such as WSCI [21], BPML [4] or BPEL [14]. However, the Business Process Execution Language (BPEL) is recognized as de facto standard in this area. BPEL introduces basic and structured activities, control structures such as loops and conditional branches, synchronous and asynchronous communication, etc. Although BPEL processes are defined in XML format, most development IDEs provide a graphical notation for it. Once a BPEL process is defined, it can be executed in any BPEL-compliant execution engine such as activeBPEL [1]. The execution engine orchestrates the invocations to the participants Web services according to the process definition.

3 Variability in WS-Flows

In this section we explore the main variability points in WS-flow. In particular, we focus on the variability in the invocation of services and the workflow structure. Variability in other advanced aspects of services such as security is out of the scope of this paper because of space constraints.

3.1 Service invocation

A service invocation is an activity in which the workflow invokes another service and exchange messages with it returning control back to the workflow. Figure 2 summarizes the main variability points identified in the invocation of services using a feature model. In particular, we have identified four main variability points:

- **Binding Time.** The selection of the service to invoke can be performed either during the development or the execution of the workflow. In the first case, the service reference is defined in design-time forcing to redeploys the workflow if changes in the participants need to be done. On the other hand, most flexible approaches propose selecting participants in run-time making the application adaptable to changes in the execution environment. Additionally, partner selection during runtime can be performed either by the user or automatically according to some selection policies.

  Figure 3 shows a possible implementation of run-time automated partner selection using a so-called service registry [3]. First, the information of the services (e.g., different airlines Web services) is registered in a service registry. Then, the workflow sends a query to the registry to determine a matching service according to a set of parameters (e.g., a service with time of response \( \leq 10s \)) and the predefined selection policies. Finally, the service reference obtained as a result of the query is used to invoke the matching service.

- **Partner Selection Criteria.** Selection criteria help to determine which of the available services offering the same functionality will be selected for its invocation [17]. In this context, two main variability points are identified:

  **Evaluation Context.** Selection criteria can be either hard-coded in the workflow or delegated to an external entity. The first option is very limited since workflow and selection criteria are highly coupled. On the other hand, defining the selection criteria in an independent manner is a preferred approach since it allows managing changes more efficiently. Figure 4 depicts an example in which the selection criteria are defined out of the scope of the workflow. Notice that changes in the selection criteria would be welcome since they would not affect the workflow.

  **Definition Time.** Selection criteria can be modified either in design-time or run-time. Similarly to the partner selection, the first option force to redeploy the workflow to respond to changes meanwhile the second alternative is much more flexible since it allows adapting the process workflow dynamically.

- **Messages Exchange.** Messages exchange between executable service workflows and other services are typically performed using two different communication
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Figure 2. Variability Points in Service Invocation
patterns: synchronous or asynchronous. Synchronous request/response message exchange consists on sending a request message to the service and wait for it to response. Although this is the most common and natural approach, it is clearly not feasible if the services require significant time to response since it blocks the workflow processing. Hence, when the participant services can take a long time to response and such response is not needed for workflow processing, an asynchronous pattern is typically used.

In the asynchronous model the communication is performed between two workflows, the so-called service provider and service requestor or client. In this situation, the client need not block on the call. Instead, the client implements a callback interface, and once the results are available, the service provider simply makes a callback invocation on the client. Figure 5 illustrates an example of asynchronous messages exchange.

- **Protocols.** Multiples protocols can be used for service interactions over a network, i.e., SOAP/HTTP, SOAP/JMS, XML/HTTP, etc. Thus, the selection of a suitable set of protocols for the communication with services is a key variability point.

3.2 Process Workflow Structure

The process workflow structure determines all the aspects related to the way in which the process is executed: the execution order, the data exchange between participants, the business rules, the errors treatment, etc. Hence, two main variability points are identified in this context:

- **Control Flow.** The workflow structure determines the tasks to be executed, the execution order and even the type of participant in the process. Therefore, the control flow will commonly have locations likely to change in response to changes in the business process. Hence, for instance, suppose the travel agency decides to change the order in which flight fares are consulted for certain customers, e.g., prioritizing low-cost airlines for young people.

- **Data Flow.** During the execution of a WS-flow participants exchange different kind of data in XML format. Similarly to the control flow, data is likely to change as consequence of changes in the business process. As an example, suppose the travel agency is asked to provide additional security information in the cases in which passengers travel to a specific country.

4 Conclusions and Future Work

In this paper we expose the need for an explicit classification of variability in WS-flow as a starting point for handling variability through services in the context of SPL and SOA. In particular, we identified and classify the main variability points in the invocation of services and the workflow structure. In some cases the distinction between development-time and run-time is exposed explicitly because of its relevance. However, we emphasize that the time in which variability is resolved will depend mainly of the technology used.

Many challenges remain for our future work. Once the main variability points are identified is time to consider the available technological approaches for implementing it. Hence, we are already evaluating the different implementation proposals paying special attention to the way in which they support the variability points presented in this paper.

Finally, our main goal is to develop a prototype development tool for the generation of a SPL of composite Web services. Although our work is still immature we plan to develop a framework for the automated or semi-automated generation of BPEL code from a given extended feature model [6]. The framework will implement a core business process in which variable parts will be generated automatically according to the feature selection. For such purpose, we will start by associating features and feature attributes
to Web services and Quality-of-Service (QoS) parameters respectively [5].
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